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ABSTRACT
This paper presents an experimental study that compares four adap-
tive variants of the self-organizing migrating algorithm (SOMA).
Each variant uses three different constraint handling methods for
the optimization of a time delay system model. The paper em-
phasizes the importance of metaheuristic algorithms in control
engineering for time-delayed systems to develop more effective
and efficient control strategies and precise model identifications.

The study includes a detailed description of the selected variants
of the SOMA and the adaptive mechanisms used. A complex work-
flow of experiments is described, and the results and discussion are
presented. The experimental results highlight the effectiveness of
the SOMA variants with specific constraint handling methods for
time delay system optimization.

Overall, this study contributes to the understanding of the chal-
lenges and advantages of using metaheuristic algorithms in control
engineering for time delay systems. The results provide valuable
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insights into the performance of the SOMA variants and can help
guide the selection of appropriate constraint handling methods and
the adaptive mechanisms of metaheuristics.
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1 INTRODUCTION
Control engineering is a critical field vital in ensuring the efficient
operation of complex systems. However, various observed quanti-
ties in the system and control loop do not act simultaneously. The
latency between some action and its impact can appear [5]. Opti-
mizing either the control or identification of a complex system with
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time delay is challenging due to numerous interdependent vari-
ables and constraints. A time delay in the system response further
complicates the problem since the system is infinite-dimensional
because of an infinite number of its modes[17].

Metaheuristic algorithms [4] have emerged as a promising tool
for optimizing the control of complex systems and identification
of models with time delay due to their ability to handle high-
dimensional optimization problems and their robustness to noise
and uncertainty. In recent years, various metaheuristic algorithms,
such as particle swarm optimization (PSO), artificial bee colony
(ABC), genetic algorithms (GA), differential evolution (DE), and
hybrid versions with other metaheuristic algorithms have been
proposed for optimizing the control of a complex system with time
delay [6, 10, 15]. Using metaheuristic algorithms in control engi-
neering for time-delayed systems offers a promising approach for
developing more effective and efficient control strategies and pre-
cise model identifications. By leveraging the strengths of these
algorithms, researchers and practitioners can develop more robust,
scalable, and effective control systems.

However, in addition to these advantages, several challenges
and disadvantages are associated with using these algorithms in
a specific domain of time delay systems. One of the challenges is
a black-box nature, when metaheuristic algorithms can be chal-
lenging to understand, as they operate as a black box and do not
provide insight into the underlying mechanisms that drive their op-
timization process. This lack of understanding makes it challenging
to develop effective optimization strategies that leverage the full
potential of these algorithms. Other common challenges are scala-
bility, and the need for hyperparameter tuning of a metaheuristic
algorithm, as there may be many parameters that interact with one
another in complex ways.

The paper’s organization is the following: After the brief state-
of-the-art section and research motivation, the solved problem of
optimization of time delay system model identification is presented,
followed by selected variants of a metaheuristic algorithm. These
variants are introduced in detail, including explanations of all adap-
tivemechanisms. Subsequently, a complex workflow of experiments
is described, followed by a summary of the results and discussion.

1.1 Related Works and Motivation
As stated before, there exists a gap in knowledge about the effec-
tiveness of metaheuristic algorithms in optimizing the parameters
of a model with time delay and the impact of different algorithm
parameter settings and proper choice of core/adaptive functionality
on their performance. To gain a better understanding, this research
paper aims to investigate and identify the most effective internal
mechanisms influencing population behavior and reveal possible
weaknesses of these adaptation mechanisms for different settings of
the search space range and methods for dealing with the constraints
defined by the optimization problem itself. This clearly defines the
motivation for research, which is not the extensive benchmarking
study of various metaheuristic algorithms.

We are aware that recent research [2, 18, 24] has highlighted
the need to move beyond creating new algorithms and focus on
understanding the function and taxonomy of existing metaheuristic

algorithms. Therefore, previous research with the same optimiza-
tion problem modified and supplemented the chosen algorithms
with mechanisms supporting exploratory behavior and knowledge
sharing [14, 19]. The results demonstrated these approaches’ ef-
fectiveness compared to classical evolutionary algorithms, such
as genetic algorithms (GAs). Another study [7] then attempted to
identify more closely the problem of choosing the boundaries of
the search space and the fact that some of the search parameters
may lie very close to the lower bound. At the same time, the up-
per bound is essentially unknown due to the black-box nature of
the problem. Another observation was that a specific implementa-
tion of the CMA-ES algorithm [9] (from the jMetalPy framework)
supporting bi-population and restarting [8] could handle the opti-
mization problem better than the classical evolutionary algorithm,
genetic algorithms (GA), and the Nelder-Mead [20] optimization
method, used as a baseline technique. However, the above referred
study focused on the aforementioned fitness landscape issue and
the discrepancy between the seemingly low (suitable) fitness value
and the resulting inferior system identification and stability in the
frequency domain. Thus, it did not focus on benchmarking and
comparing several optimization methods.

All these facts were behind the self-organizing migrating algo-
rithm (SOMA) choice, the experiments’ workflow, and the nature
of the obtained data processing (not benchmarking). The SOMA
has gained renewed interest from the research community due to
its adaptive nature, exploration capabilities, and ability to solve
complex problems. Recently, many powerful modern versions have
been introduced [23]. We have chosen the original version as the
baseline method and three state-of-the-art variants when each of
these variants includes a different adaptive technique focusing on
either population organization, automatic movement control on
the search space, data-driven population analysis (clustering), and
an ensemble method for strategy and hyperparameter selection.

2 TIME-DELAYED SYSTEM
This section describes a model for optimizing the identification of
a time-delayed system. It also discusses the challenges that need to
be dealt with in this area, especially when the objective function
and sampling points or frequency are not properly chosen, and the
findings from a recent study [7] point to the optimization problem
near the search space’s boundaries.

2.1 General Description
The considered time-delay identification problem [21] is defined
by a model transfer function 𝐺𝑚 : C→ C (1),

𝐺𝑚,p (𝑠) =
𝑏0 + 𝑏0,𝜏𝑒−𝜏0𝑠

𝑠3 + 𝑎2𝑠2 + 𝑎1𝑠 + 𝑎0 + 𝑎0,𝜃𝑒−𝜃𝑠
𝑒−𝜏𝑠 . (1)

Parameters of such a model form a 9-dimensional real vector

p =
[
𝑏0, 𝑏0,𝜏 , 𝜏0, 𝜏, 𝑎2, 𝑎1, 𝑎0, 𝑎0,𝜃 , 𝜃

]
. (2)

As usual, we assume that some of the parameters are related due to
the static gain, i.e.

𝑘 =
𝑏0 + 𝑏0,𝜏
𝑎0 + 𝑎0,𝜃

, (3)

where the value of 𝑘 is well known (or estimated). In our case we
used the value 𝑘 = 0.0322.
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2.2 Constrains
To achieve appropriate properties of solutions (such as stability,
feasibility, and minimum-phase conditions) we use the following
constraints:

𝜏0 > 0, 𝜏 > 0, 𝜃 > 0,
𝑎2 > 0, 𝑎1 > 0, 𝑎0 + 𝑎0,𝜃 > 0,
𝑎2𝑎1 > 𝑎0,

𝑎2𝑎1 > 𝑎0 + 𝑎0,𝜃 ,
𝑎0,𝜃√︁

(𝑎0 − 𝑎2𝜔2)2 + 𝜔2 (𝑎1 − 𝜔2)2
< 1, ∀𝜔 > 0,

|𝑏0 | > |𝑏0,𝜏 |,
𝑎0 ≠ 0, 𝑎0,𝜃 ≠ 0, 𝑏0,𝜏 ≠ 0.

(4)

Our main task is to find such parameter values that

𝐺𝑚,p (j𝜔𝑖 ) = 𝐴𝑖 + j𝐵𝑖 (5)

for some fitting points 𝜔1, . . . , 𝜔𝑛 and some measured values of
𝐴1, . . . , 𝐴𝑛 and 𝐵1, . . . , 𝐵𝑛 , where j is the imaginary unit (j2 = −1),
see Table 1.

To solve (5) using optimization methods we reformulate it using
the classical least-square approach. It consists in the construction
of a cost (or fitness) function,

C(p) =
𝑛∑︁
𝑖=1

[ (
ℜ𝐺𝑚,p (j𝜔𝑖 ) −𝐴𝑖

)2 +
(
ℑ𝐺𝑚,p (j𝜔𝑖 ) − 𝐵𝑖

)2] (6)

This waywe obtain the final version of our optimization problem,
which is to find such parameter values p∗ that

C(p∗) = min
p∈D

C(p), (7)

where D is the set of all p ∈ R9 satisfying (3) and (4). The exper-
iments were conducted in R8 since parameter 𝑏0 was calculated
using (3).

2.3 Challenges for Optimization
Solving parametric optimization problems usually brings several
challenges. Solving an inverse problem consists of minimizing a
misfit function on a set of fitting points. However, this set has
to be designated arbitrally. Distribution of frequencies are crucial
for the process stability, However, wrongly selected fitting points
(frequencies) can cause very low sensitivity to the changes in model
parameters and obtained results did not satisfy quality validation.

Another major issue affecting the outcome is the nature of the
delay system itself. If feedback loops inside the process include
delays (i.e., the so-called state or internal delays), the system is
infinite-dimensional because of an infinite number of its modes.
Only a limited set of model parameters determines its properties
driven by an infinite set of model-free response components. For
most time-delay systems, only a subset of the so-called dominant
modes has a decisive impact on system features in the time domain
as well as in the frequency domain [17]. This poses a challenge for
metaheuristics, as there is a need to search amultimodal constrained
space, and moreover, certain search parameters may be very close
to the boundaries of the search space. All this imposes demands on
the configuration of the metaheuristic algorithm.

Table 1: Observation data

i 𝜔𝑖 𝐴𝑖 𝐵𝑖

1 0.0002 0.03238 -0.00284
2 0.0003 0.03213 -0.00424
3 0.0005 0.03137 -0.00694
4 0.0008 0.02962 -0.01063
5 0.001 0.02813 -0.01278
6 0.0012 0.02645 -0.01465
7 0.0015 0.02371 -0.01692
8 0.0018 0.02087 -0.01857
9 0.002 0.01899 -0.01936
10 0.003 0.01063 -0.02054
11 0.005 0.00057 -0.01713
12 0.008 -0.00540 -0.01110
13 0.01 -0.00704 -0.00795
14 0.011 -0.00757 -0.00658
15 0.012 -0.00795 -0.00531
16 0.014 -0.00843 -0.00296
17 0.016 -0.00860 -0.00074
18 0.018 -0.00846 0.00147
19 0.02 -0.00795 0.00377
20 0.025 -0.00346 0.00982

3 METAHEURISTIC ALGORITHMS
The selected variants of the SOMA are described in the following
subsections together with hyperparameter settings describing the
algorithm configurations and the problem instances to be solved.
Why this algorithm was chosen is explained in the "motivation" sec-
tion 1.1. In following pseudocodes, D represents the dimension of
optimized problem, MAXFES is the maximum number of objective
function evaluations (optimization budget), and NP is population
size, and lastly, the FEs parameter represents the number of eval-
uations of the objective function currently spent at the observed
moment during the run of the algorithm.

3.1 Baseline SOMA
SOMA is a population-based metaheuristic algorithm that modifies
traditional crossover and mutation operations to simulate a social
group of individuals. The algorithm follows a simple process in the
basic variant of SOMA, called All-to-One. At the start of each itera-
tion, known as the migration loop, the fittest individual is selected
as the leader. The remaining individuals then move towards the
leader in the search space, taking jumps determined by the step pa-
rameter until they reach the final position given by the pathLength
parameter. Each step is evaluated using the fitness function, and
the best position, including the initial position of the individual, is
selected as the new position of the individual in the next migration
loop. The All-to-One variant of SOMA has been described in a
recent book and survey [1, 23]. The exact position of each step is
calculated according to (8).

𝑥𝑘+1𝑖, 𝑗 = 𝑥𝑘𝑖,𝑗 + (𝑥𝑘𝐿,𝑗 − 𝑥𝑘𝑖,𝑗 ) · 𝑡 · 𝑃𝑅𝑇𝑉𝑒𝑐𝑡𝑜𝑟 𝑗 (8)
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Where 𝑥𝑘+1
𝑖, 𝑗

is the new position of i-th solution (for iteration
k+1) for dimension j, and 𝑥𝑖, 𝑗 is the current position of the i-th solu-
tion. The 𝑥𝐿,𝑗 represents a position of a leader (the leader selection
depends on the used SOMA strategy). Parameter t represents steps
from i-th solution to the leader. Solution i is migrating, by discrete
steps, and the best-found solution on t-th position is propagated
into a new iteration of the algorithm. The t parameter is generated
in a range starting from 0 to pathLength with step size step.

The 𝑃𝑅𝑇𝑉𝑒𝑐𝑡𝑜𝑟 𝑗 represents an important mechanism in SOMA.
It is generated for each new t step. This vector determines which
dimensions will be changed in a particular step t. In other words,
in which dimensions the solution will “head” or "be perturbed"
towards the leader position or not. Since the SOMA was developed
in the context of the control optimization challenge, this vector is
called "perturbation". In contrast to other metaheuristics, its control
must be understood as a certain threshold value not a mutation
probability. The 𝑃𝑅𝑇𝑉𝑒𝑐𝑡𝑜𝑟 𝑗 consists only of values 0 or 1. These
values are generated based on the value of PRT parameter; the
process is detailed in equation (9), where a rand is a pseudo-random
number from a uniform distribution within the range of 0 to 1.

𝑃𝑅𝑇𝑉𝑒𝑐𝑡𝑜𝑟 𝑗 =

{
𝑖 𝑓 𝑟𝑎𝑛𝑑 𝑗 < 𝑃𝑅𝑇, 1
𝑜𝑡ℎ𝑒𝑟𝑤𝑖𝑠𝑒, 0

𝑗 = 1, .., 𝐷 (9)

In addition to the All-To-One strategy, there are other basic
strategies, namely All-To-Random, and All-To-All.

All-To-Random. This is a strategy that can be considered more
exploratory. This strategy contains a leader individual as in All-To-
One strategy. However, the leader is selected randomly from all
individuals in the population at the beginning of each iteration.

All-To-All. In this modified strategy, the concept of a leader is
absent, and all individuals migrate toward each other in the same
manner as in the All-To-One strategy. Once an individual completes
its migration, it returns to its original position. All individuals’
position updates occur after they have completed their migrations.
Compared to the All-To-One approach, this strategy explores a
larger search space, enabling faster convergence to local or global
optima of the optimized problem.

Algorithm 1 SOMA ATO
1: Set D, NP, and MAXFES
2: Set step, pathLength and PRT
3: while Stopping criterion not met do
4: select the best solution - leader 𝑥𝐿 from population
5: for 𝑖 = 1 to NP do
6: for 𝑡 = 0 to 𝑝𝑎𝑡ℎ𝐿𝑒𝑛𝑔𝑡ℎ with 𝑡+ = 𝑠𝑡𝑒𝑝 do
7: generate PRTVectori by eq. (9)
8: migrate 𝑥𝑖 to 𝑥𝐿 by eq. (8)
9: end for
10: save the best 𝑥𝑖 to new population
11: end for
12: record the best solution
13: end while

3.2 ESP SOMA
The ESP SOMA was first presented in 2019 [11] as a response to
the problem of choosing optimal setting of the control parameter
and strategy of the original SOMA. Such a proper choice strongly
influences performance. The performance varies over different op-
timization tasks and could change over different stages of SOMA
execution. Therefore, the adaptation mechanism of control parame-
ters and used strategy for each individual in a population has been
introduced in ESP SOMA. The adaptation modification is inspired
by Ensemble of Mutation and Crossover Strategies and Parameters
in Differential Evolution (EPSDE) [25].

The algorithm’s functionality can be described as follows: each
individual has its PRT value and strategy. In the initialization step,
each particle has randomly obtained a PRT value from a predefined
set and one of the possible strategies: All-To-One, All-To-All, All-
To-Random. The migration step is followed by an adaptation step,
where the PRT and strategies assigned to individuals are adjusted.
If the particular individual did not improve its objective function
value for a threshold number of subsequent iterations, then the
individual is forced to pick a new strategy and PRT value based on
roulette selection.

3.3 SOMA-CLP
SOMA-CLP [13], is the updated version of its predecessor SOMA-CL
[12], which utilizes the idea of data-driven control of two differ-
ent migration strategies. The first strategy All-To-Random serves
mainly as an explorer, which maps the search space. The second
strategy is named All-To-Cluster-Leaders and is used to exploit
promising areas obtained thanks to the clustering technique. SOMA-
CLP uses a linear adaptation of the PRT control parameter (10) to
generate a perturbation vector, promoting the global transition
from the tendency of exploration to exploitation.

𝑃𝑅𝑇 = 0, 08 + 0, 90 · 𝐹𝐸𝑠

𝑀𝑎𝑥𝐹𝐸𝑠
(10)

All-To-Random Migration Strategy and Identification of Cluster
Leaders. A critical component of this strategy involves storing each
evaluated solution in a memory, denoted as M. This memory of all
previously-visited solutions is utilized in the subsequent subsection.
The objective is to select a few promising solutions within this
memory and use them as candidate leaders for the next phase,
which focuses on exploitation. The selection of leaders is carried
out in two stages. In the first stage, a clustering method is used to
group all solutions based on their parameter values (i.e., positions
within the search space) into several clusters. Specifically, the k-
means clustering method [16] is employed. In the second stage,
only the solutions with the best fitness within their respective
clusters are referred to as cluster leaders. These cluster leaders are
sorted based on their fitness function values in ascending order and
subsequently employed in the All-To-Cluster-Leaders strategy.

All-To-Cluster-Leaders Migration Strategy. The leader is selected
for each migrating individual from the cluster leaders using the
Rank Selection technique [26]. This migration strategy has its own
parameters pathLengthL with step size stepL, to support local search
capabilities. After the end of a single iteration of this strategy, the
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Algorithm 2 ESP SOMA
1: Set D, NP, and MAXFES
2: Set gap, step, pathLength, adaptivePRT
3: for 𝑖 = 1 to NP do
4: if adaptivePRT == 0 then
5: PRTi = 0.3
6: else
7: PRTi = random from {0.1, 0.3, 0.5, 0.7, 0.9}
8: end if
9: strategyi = random from {ATO, ATA, ATR}
10: counteri = 0
11: end for
12: while Stopping criterion not met do
13: for 𝑖 = 1 to NP do
14: if strategyi == ATO then
15: xL = best solution x
16: else if strategyi == ATR then
17: xL = random solution x
18: else
19: P = whole population x
20: xL = {P} - xi
21: end if
22: for 𝑡 = 0 to 𝑝𝑎𝑡ℎ𝐿𝑒𝑛𝑔𝑡ℎ with 𝑡+ = 𝑠𝑡𝑒𝑝 do
23: generate PRTVectori
24: migrate xi to xL
25: end for
26: save best xi to new population
27: if xi not improved then
28: counteri += 1
29: if counteri > gap then
30: counteri = 0
31: PRTi = roulette PRT
32: strategyi = roulette strategy
33: end if
34: else
35: counteri = 0
36: end if
37: end for
38: record the best solution
39: end while

whole process (algorithm) is again started from strategy All-To-
Random and the memory M is cleared.

3.4 SOMA T3A
The SOMA T3A was introduced in 2019 [3] and was tested in the
CEC 2019 100 digits competition, where it achieved 4th place. This
algorithm features several modifications compared to the original
SOMA design, with a particular emphasis on the population orga-
nization process. This process consists of three repeated activities:
organization, migration, and update.

The organization process involves two primary activities: the
selection of individuals who will migrate (termed migrants) and the
selection of a leader. Initially, m individuals are randomly selected
from the population, and the n best individuals are chosen from

Algorithm 3 SOMA-CLP
1: Set D, NP, NPL, and MAXFES
2: Set step, pathLength
3: Set stepL, pathLengthL
4: while Stopping criterion not met do
5: 𝑴 = Ø
6: update PRT by eq. (10)
7: for 𝑖 = 1 to NP do
8: 𝑥𝐿 = pick random solution 𝒙
9: for 𝑡 = 0 to 𝑝𝑎𝑡ℎ𝐿𝑒𝑛𝑔𝑡ℎ with 𝑡+ = 𝑠𝑡𝑒𝑝 do
10: generate 𝑷𝑹𝑻𝑽𝒆𝒄𝒕𝒐𝒓 by eq. (10)
11: migrate 𝑥𝑖 to 𝑥𝐿 by eq. (8)
12: save each evaluated solution into 𝑴
13: end for
14: end for
15: k-means clustering method for solutions stored in 𝑴
16: keep only best-solution from each cluster
17: sort the remaining solutions
18: for 𝑖 = 1 to NP do
19: 𝑥𝐿 = Rank Selection from cluster leaders
20: for 𝑡 = 0 to 𝑝𝑎𝑡ℎ𝐿𝑒𝑛𝑔𝑡ℎ𝐿 with 𝑡+ = 𝑠𝑡𝑒𝑝𝐿 do
21: generate 𝑷𝑹𝑻𝑽𝒆𝒄𝒕𝒐𝒓 by eq. (10)
22: migrate 𝑥𝑖 to 𝑥𝐿 by eq. (8)
23: end for
24: end for
25: record the best solution
26: end while

these, where n≤m. These individuals become migrants. For leader
selection, k individuals are randomly selected from the population,
and the best individual from this set becomes the leader. The se-
lected migrants then move towards the chosen leader, except when
the leader is also one of the migrants (in which case, that individual
skips the migration process).

In the migration process, the PRT parameter, to which SOMA
exhibits significant sensitivity in the SOMA [22], has an adaptive
function. The control of this parameter is based on the philosophy of
transitioning from exploration to local search, gradually increasing
from low values to 1, according to the following equation (11):

𝑃𝑅𝑇 = 0, 05 + 0, 90 · 𝐹𝐸𝑠

𝑀𝐴𝑋𝐹𝐸𝑆
(11)

Another change is the gradual reduction of the step size (12), and
the number of jumps is fixed and thus not bound to the pathLength
parameter, as it is in the classic version of SOMA. This means that
each individual moves toward the leader by a certain number of
jumps (hence parameter Njumps). At these stepping points, the
individual is evaluated by a fitness function.

𝑠𝑡𝑒𝑝 = 0, 15 − 0, 08 · 𝐹𝐸𝑠

𝑀𝐴𝑋𝐹𝐸𝑆
(12)

Although this version of the algorithm removed the need to set
the pathLength and step parameters, it added three new parameters
for managing the organization process (m, n, and k).
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Algorithm 4 SOMA T3A
1: Set D, NP and MAXFES
2: Set m, n, k and Njumps
3: while Stopping criterion not met do
4: update PRT by eq. (11)
5: update step by eq. (12)
6: choose randomly m individuals from population
7: choose the best n Migrants out of m individuals
8: for 𝑖 = 1 to n do
9: choose randomly k individuals from population
10: choose the leader 𝑥𝐿 from k individuals
11: if the 𝑥𝑖 is not the 𝑥𝐿 then
12: for 𝑡 = 1 to Njumps do
13: generate PRTVectori by eq. (9)
14: migrate 𝑥𝑖 to 𝑥𝐿 by eq. (8)
15: checking boundary
16: re-evaluate fitness function
17: updated the better position of the 𝑥𝑖
18: end for
19: end if
20: end for
21: record the best solution
22: end while

Table 2: Parameter search ranges

Name L limit 1 L limit 2,3 H limit 1 H limit 2 H limit 3

𝑏0𝐷 0 0 10 100 500
𝜏0 0 0 100 500 500
𝜏 0 0 250 1000 1000
𝑎2 0 0 1000 2500 2500
𝑎1 0 0 1000 2500 2500
𝑎0 -100 -250 100 250 250
𝑎0𝐷 -100 -250 100 250 250
𝜃 0 0 250 1000 1000

4 EXPERIMENT DESIGN
This research aimed to investigate in detail the behavior of different
adaptive strategies of the chosen algorithm on a black box opti-
mization problem with a specific location of the solution near the
boundaries of the search space. For this reason, the experiment was
divided into three case studies (problem instances) for a total of
three different settings of the search space boundaries. These are
defined in Table 2.

Each problem instance was then solved using 12 configurations
of the SOMA. These 12 configurations contained four different
variants of the SOMA, each for three different constraint handling
methods.

The aim was also to observe how the search capabilities of the
algorithm and the final results would be affected under different
constraints handling methods and under different adaptive strate-
gies of the SOMA. The nature of the optimization problem allows
evaluating the fitness function even in the case of infeasible so-
lutions (as long as they lie within bounds). Therefore, complex

Table 3: Algorithm instances

No. Description

1 SOMA All-To-One Random re-initialization
2 SOMA All-To-One Penalization
3 SOMA All-To-One No constraints
4 SOMA CLP Random re-initialization
5 SOMA CLP Penalization
6 SOMA CLP No constraints
7 SOMA ESP Random re-initialization
8 SOMA ESP Penalization
9 SOMA ESP No constraints
10 SOMA T3A Random re-initialization
11 SOMA T3A Penalization
12 SOMA T3A No constraints

methods to avoid infeasible solutions on an algorithmic level were
not implemented, but a method of random re-initialization, penal-
ization, and finally ignoring constraints was chosen, followed by a
post hoc analysis of the best results from repeated runs.

All experiments with three problem instances and 12 algorithm
configurations (see Table 3) were repeated 30 times with maximum
fitness function evaluations (MAXFES) set to 400 000 and population
size (NP) of 100. The parameter settings (if required) of the SOMA
variants were as follows: PRT = 0.1, pathLength = 3.0, step = 0.11,
Njump = 45, m = 10, n = 5, k = 10, gap = 2, adaptivePRT = True,
𝑝𝑎𝑡ℎ𝐿𝑒𝑛𝑔𝑡ℎ𝐿 = 2, and 𝑠𝑡𝑒𝑝𝐿 = 0.11 These parameters have been
chosen based on the recommendations of the Authors of SOMA
variants, which were used in benchmarking competitions.

5 RESULTS
The results for three problem instances and 12 algorithm configura-
tions are shown and organized in the following way: statistical data
are presented in Tables 4–6, alongsidewith the box-whisker plots de-
picted in Figures 1–3, and convergence plots in Figures 4–6. In these
figures, the line system is as follows: solid line: re-initialization,
dashed line: penalization, dotted line: no-constraints. The feasibility
of solutions for configurations 3, 6, 9, and 12 cannot be ensured.
Thus those results are marked with an asterisk (*). The best feasible
result was achieved for problem instance two and algorithm con-
figuration 10 (SOMA T3A, random re-initialization, highlighted in
bold). The parameter structure of this solution is: {6.56695459e-02,
2.75779657e+01, 1.42609578e+02, 2.43639544e+03, 5.96581118e+02,
1.24201482e+01, -6.54902690e+00, 1.64310256e+02}, confirming the
problem of near bounds optimization problem (dimensions 1 and
4). Discussion about the revealed findings is presented in the next
section.

6 DISCUSSION AND CONSLUSION
Building on the foundation established by previous studies [7, 14,
19], this research aims to enhance our understanding of metaheuris-
tic algorithms in control engineering and shed light on their po-
tential for optimizing the parameters of time delay system models.
Rather than focusing on benchmarking various SOMA variants,
the primary objective of this study was to conduct a comparative
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Table 4: Results for problem instance 1 (bounds limits 1)

Conf. min max mean std.dev.

1 2.7751E-07 3.0534E-07 2.8440E-07 4.6720E-09
2 2.8065E-07 3.9946E-07 2.9599E-07 2.8050E-08
3* 2.7858E-07 5.4496E-05 2.0901E-06 9.8980E-06
4 2.7853E-07 6.4660E-05 2.4662E-05 3.0923E-05
5 2.7886E-07 6.4583E-05 1.7038E-05 2.8270E-05
6* 2.7983E-07 6.4660E-05 2.3247E-05 2.9926E-05
7 3.2117E-07 7.5444E-06 1.7705E-06 1.6090E-06
8 4.4355E-07 1.2137E-05 3.9110E-06 3.3825E-06
9* 3.7627E-07 4.1142E-05 6.0227E-06 8.2531E-06
10 2.5244E-07 2.8026E-07 2.7122E-07 7.3559E-09
11 2.5858E-07 2.8010E-07 2.7233E-07 6.0956E-09
12* 1.0759E-08 1.5207E-07 5.8109E-08 5.4885E-08

Table 5: Results for problem instance 2 (bounds limits 2)

Conf. min max mean std.dev.

1 2.8377E-07 6.6673E-05 3.1407E-05 3.2585E-05
2 2.8374E-07 6.8303E-05 2.6969E-05 3.2684E-05
3* 1.5842E-07 5.7268E-05 4.0895E-06 1.4432E-05
4 2.7990E-07 6.4689E-05 2.0093E-05 2.9648E-05
5 2.7690E-07 6.4605E-05 1.5071E-05 2.7273E-05
6* 2.7946E-07 6.4730E-05 9.5604E-06 2.2130E-05
7 9.6255E-07 6.8549E-05 2.5130E-05 2.1820E-05
8 4.1894E-06 1.0308E-04 3.9904E-05 2.7388E-05
9* 2.6173E-06 9.8096E-05 3.2716E-05 2.8043E-05
10 2.3465E-07 2.8074E-07 2.7184E-07 9.3330E-09
11 2.6700E-07 2.8042E-07 2.7598E-07 3.6866E-09
12* 4.2726E-08 5.2244E-05 6.2791E-06 1.0869E-05

Table 6: Results for problem instance 3 (bounds limits 3)

Conf. min max mean std.dev.

1 2.8375E-07 6.6268E-05 2.9037E-05 3.2477E-05
2 2.8081E-07 6.7234E-05 3.3529E-05 3.2563E-05
3* 2.5709E-07 5.7731E-05 4.7722E-06 1.2639E-05
4 2.7982E-07 6.4710E-05 1.8542E-05 2.8387E-05
5 2.7822E-07 6.4585E-05 1.9311E-05 2.9572E-05
6* 2.7981E-07 6.4671E-05 2.5818E-05 3.1815E-05
7 1.1684E-06 7.7289E-05 3.4576E-05 2.5457E-05
8 8.0244E-06 1.8836E-04 5.3389E-05 3.9135E-05
9* 3.0885E-06 1.2325E-04 5.2677E-05 3.4290E-05
10 2.5898E-07 7.3259E-06 5.0954E-07 1.2874E-06
11 2.5616E-07 7.9723E-06 6.2715E-07 1.4860E-06
12* 4.2251E-08 1.6375E-05 4.0056E-06 4.7001E-06

analysis of the algorithm behavior, with a particular emphasis on
adaptive mechanisms and constraint handling. This approach al-
lows for a deeper exploration of the intricacies involved in applying
metaheuristic algorithms to control engineering applications.
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Figure 1: Box plots test 1
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Figure 2: Box plots test 2

The results support the need to pay careful attention to the con-
figuration of the metaheuristic algorithm, the choice of its adaptive
techniques, and the setting of its hyperparameters. Focusing on the
individual adaptive features, it can be seen from the convergence
plots 4–6 and box-whisker plots 1–3 that the baseline SOMA only
shows promising results for a smaller range of model parameters
(problem instance 1). However, the adaptive mechanisms for data-
driven population analysis (clustering), switching exploration and
exploitation strategies (even with PRT control similar to SOMA T3A
- see below), and the basic ensemble SOMA do not achieve good
results in all instances. The chosen constraint treatment strategy
did not matter much for these configurations.

Notable results were achieved by SOMA T3A, which includes
adaptive functionality for linear control of the PRT parameter and
specific population organization that can support the exploratory
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Figure 3: Box plots test 3

Figure 4: Convergence plot - problem instance 1

capabilities of the algorithm and local search in the later stages of
optimization.

Regarding the constraint treatment techniques, for this specific
case, characterized as "optimum near the domain boundary," it
seems more convenient to use random reinitialization rather than
penalization. However, it has to be acknowledged that by not treat-
ing the constraints (again, due to the specific nature of the con-
straints - fitness can be evaluated, but from a stability perspective
and in the frequency domain, the solution may be infeasible), the
algorithms found the lowest fitness values and thus the evolution-
ary process was probably better supported without interfering
with the population by reinitializing individuals or penalizing. Yet,
subsequent post-hoc analysis showed that very few of these so-
lutions were feasible, and in terms of fitness, these few feasible
solutions have worse fitness than, e.g., the best solution of other
algorithm configurations. Thus, it can be argued that for this type

Figure 5: Convergence plot - problem instance 2

Figure 6: Convergence plot - problem instance 3

of real-world problem, it is advantageous to use an algorithm con-
figuration with an organizing process or sub-populations (even
with partial restarting or injection of individuals) and to control the
exploration-to-exploitation transition. Future research may then in-
clude methods for bound constraints and, of course, identifying the
most important algorithm components for using autoconfiguration
frameworks.
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